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Python) to implement.  With whole genome sequencing becoming commonplace,
genome sequencing projects are moving away from the genome centers, and into the
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transfer annotations, and convert a draft genome assembly and annotation set into
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database.  This software has no dependencies, is compatible across platforms, and
utilizes a simple command line to perform a variety of simple and complex post-
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Response to Reviewers: Response to Review:
Dear Hans Zauner and reviewers.  Please find below line-by-line responses to
reviewers.  We find these reviews very constructive with several good suggestions on
improving the manuscript and hopefully also the utility of the tool.  If you have any
further comments or questions, do not hesitate to contact us.
Line-by-line response:
Reviewer #1 Comment:
This is what it says on the tin, scripts for converting one commonly arising format of
files, with some editing and QC and annotation, to another. As the authors say it is
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useful for a particular segment of users, which makes it valuable.
Authors Reply:  We appreciate the positive review from this reviewer and did not see
any changes that needed to be made based off of their comments.

Reviewer #2 Comments:
The authors describe a command-line-based tool, "Genome Annotation Generator"
(GAG) that simplify the task of annotating and formatting new genomes to be submitted
to NCBI database. This tool is written in python, it is easy to install and has no external
dependencies. Finally, as it uses standard python functions, it is compatible across
platforms, provided that python language is previously installed.
The idea of creating a single command-line simplifying a number of tedious tasks is
great. However, as more and more options and parameters are added, less simple
becomes the tool.
Authors Reply:  While there are substantial options for this tool, in its simplest form,
only two files (a genome fasta file and annotation gff file) are needed to run the tool,
which can be run with no other optional options.   Based off of the user’s need, that
may be all that is required (to generate an NCBI formatted .tbl file). As we developed
the tool, users requested various options based off of their needs, and they were
integrated into the software.  While it does complicate the software a bit (you may run
with one or a number of flags), it reduces the need for additional upstream or
downstream processing of files (for example to remove short sequences, etc),
providing a single command to perform all tasks.

For example, in its current implementation, GAG not only requires a FASTA and a GFF
file. In addition, a tab-delimited annotation file (not standard) and a BED file with
additional information about regions to be excluded are needed. Although these files
are not mandatory, they are usually necessary for fulfilling a proper genome
submission procedure. Furthermore, other 18 parameters, related to minimum and
maximum genomic feature sizes to be excluded, must be defined by the user with no
clear default values provided.
Authors Reply:  GAG can be run with only two files, (FASTA and GFF), but if further
features are desired, one can utilize them.  We chose to include either simple file
formats (for example the annotation file is a simple 3 column delimited file, allowing for
any text to be added to any feature type, depending on the user’s need).  To our
knowledge, there is no “standard” format for holding this type of data (gene names,
products, ontology terms), so an extremely simple to generate format was chosen
instead.  We also provide scripts (ANNIE package) for generating this delimited file
from standard outputs (BLAST, InterProScan, etc).  Another extremely common need
for a user is to trim scaffold or contig ends.  Often during submission to NCBI, they will
request removal of ranges due to potential adapter or contaminate sequence, or low
quality (lowercase) letters.  We utilize another extremely simple file type, a bed file,
requiring only 3 columns (feature, start, end).  Both the annotation and the bed file can
likely be created without knowledge of a programming language using standard bash
functions (sed, awk, grep) if the information is contained in some other file format.
None of the other features are used, unless selected by the user, so there are no
defaults for them (default is not to include that feature in the analysis).

Even when it is true that GAG tool facilitates the task of submitting new genomes to
NCBI, it still requires some knowledge of writing command-lines and managing their
associated parameters. Including a graphical user interface (GUI) that allows point-
and-click events to manage file selections and parameters settings, would be desirable
to reach more potential users, not necessarily familiarized with the unix-like console.
This GUI would be also helpful to show the user the multiple output files (stats reports,
discarded features, session documentation, etc.) that GAG generates and that are very
important to check the final quality of the new annotated genome.
Author Reply:  We assume if a scientist has assembled and annotated a genome, they
would at least have basic skills with command line software, but may not know a
programming language.  While a GUI may be helpful to some, it may also be a bit
clunky.  The majority of users of this software we have found are more focused at
integrating the command line tool into a genome submission pipeline, rather than
requesting a GUI tool.  In addition, genome project data is usually very large files, and
the ability to run the tool on a compute cluster or ssh into a remote unix machine is
probably more desirable than moving the files to a desktop or laptop computer and
running the tool through a GUI.  We do have future plans to possible integrate this tool
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into a web server, so folks could just browse to a website and covert files, which would
ultimately be the best example of what you are requesting, but at the present time, this
is outside of the scope of this manuscript.
Finally, a better explanation of example FASTA and GFF files available at
"walkthrough/" folder would be desirable. To test the application, this reviewer used the
files included in "basic/" subfolder, but other example folders are available (not
described).
Author Reply:  This is an excellent suggestion, and something we completely
overlooked.  We have added a section describing the availability of example datasets
and provided the walkthrough code and instructions as a supplemental file to this
manuscript.

Found some typos:

Page 4. Line 18: "If she..." ---> "If the user..."
Page 4. Line 32: "The to add this level of..." --->  "To add this level of..."
Page 4. Line 60 "teh..." ---> "the..."
Author Reply: We have corrected the typos.

Reviewer #3: Dear Scott, Brian, Theodore, and Sheina,

Thanks for your submission. Your manuscript documents what promises to be a very
useful tool for those groups seeking to deposit the fruits of their efforts in genome
annotation and curation to NCBI.

Being also a curator myself, I can see the value in the reported work and sincerely
hope that you indeed take the steps considered in your conclusions section, so that
you may produce an even more versatile tool; specially, when it comes to helping
curators in their manual annotation efforts.

I have just a few suggestions for your manuscript, and I hope that you will consider
adding these to improve it.
Author Reply: Thank you for your comments

Revisions:

1. In 'Abstract', 'Introduction', and 'Implementation': Of note, I think that the spirit of the
narrative may have changed a little as the document progressed; somehow, the
'biologist' with a 'friendly user-interface' you envisioned at the beginning became a
'novice programmer' working on the command line by the end of the manuscript. I am
not saying that this is not possible, but rather that it is important to note that, given the
manuscript and documentation available on your website, users still need to
understand a little more about using the command line than the average field & lab
ecologist. Perhaps more care should be given when describing this software as having
a 'friendly user-interface' (Page 2, line 55) and 'an intuitive command line program'
(page 2, line 53). Although simple, we're still just talking about writing commands in a
terminal.
Author Reply: We made our wording consistent throughout to suggest that command
line experience is needed, and not overstate simplicity.
1.Page 1, line 49: I would change the text to 'and utilizes a simple command to
perform'…
Author Reply:  This has been corrected

2. Page 2, Lines 31-33: I am hesitant to encourage the use of blast2go without a
warning about using closely related organisms to conduct those searches and
propagate functional assignments with them. The result of using blast2go without
taking into account the phylogenetic landscape is that many of the annotations
propagated may be incorrect, depending in part on the phylogenetic distance to the
nearest well-annotated genome. Sequence similarity searches to 'curated databases'
by itself, is not enough in this case.
Author Reply:  I understand your hesitation with folks generating poor quality functional
annotations using automated methods.  Our goal here is not to recommend or guide
users to a particular program or methodology for generating annotations, rather just
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provide a means for transferring annotations onto GFF/TBL files.  We make no clear
“encouragement” of blast2go, and don’t feel this is a place to guide users on proper
usage of functional annotation methods.  We simply state that it is a software package
that exists (along with many other tools), whose output could be integrated into a
genome annotation.

3. Page 2, Lines 31-33: I suggest using the Jones et al. reference (2014) for
InterProScan, instead of the ones you use here. See
https://www.ncbi.nlm.nih.gov/pmc/articles/PMC3998142/
Author Reply:  The reference was updated to Jones et al, 2014

4. Page 3, Line 1: The more appropriate article to reference the efforts of the i5k
initiative is the one written by the i5k Consortium, see
https://doi.org/10.1093/jhered/est050
Author Reply:  The reference was updated

5. In 'Overview' (e.g. Page 3, Lines 18 and 21) and 'Methods' (e.g. Page 4, Line 14):
the word 'flag' is used to define both the command used to mark something (e.g. -fis
Flag_Introns_Shorter_Than), as well as the action being executed when this command
is used (e.g. -ris (Remove_Intron_Shorter_Than). It is a bit redundant and at times
confusing. My suggestion is that you use the word 'mark' when you mean that the
command you use is going to 'mark' a genomic element with a flag.
Author Reply:  We clarified this better in the manuscript, but retain the “flag”
terminology to identify items for review, as this has been part of the program for some
time and is rather well established.
 In 'Overview'

6.1 Page 3, Line 32: Enter ', etc.' after the word 'GBrowse'
Author Reply:  “etc.” added
6.2 Page 3, Line 32: For reference 16 (Apollo), you should use instead Lee et al 2013.
See https://genomebiology.biomedcentral.com/articles/10.1186/gb-2013-14-8-r93 Also,
if willing to reference the work of the teams developing JBrowse and others listed, I
would also add them to the main text.
Author Reply:  The references were updated and sentence added to include JBrowse

7. In 'Methods'

7.1. The GFF3 validator suggested in the documentation available from your GitHub
repository points to a tool that is no longer available. Please consider providing other
examples, e.g. genometools.org (I found on a quick internet search) seems to work.
Author Reply:  The link was updated to genometools.org gff3 validator on the GitHub
Page and also recommends genometools gt command line tool as well for gff
correction.

7.2. Page 3, Line 43, and in general throughout the document. I have a personal
preference to refer to genomic elements as such, or as 'annotations'. I do not use the
word 'feature', as I think it carries a meaning more appropriate in the context of
software developer and programming. I know it is widely used by many, but I sincerely
discourage its use. I would make every effort to discuss 'genomic elements' and
'annotations' instead of 'features'.
Author Reply:  While I understand the reviewer’s recommendation to use elements and
annotations, we chose to retain reference to the feature elements in the documents as
“features”.  This is to maintain consistency with the language used in the guidelines
associated with NCBI .tbl format and tbl2asn
(@https://www.ncbi.nlm.nih.gov/projects/Sequin/table.html, which we expect users to
be using in parallel with this software) and avoid confusion between the two.  We did
modify language in the manuscript to refer to annotations (when describing annotations
of a gene feature) when appropriate (throughout manuscript).
7.3. Page 3, Line 45: Instead of reference [9], please use a more updated version of
this work, found at Elsik 2014 (see
http://bmcgenomics.biomedcentral.com/articles/10.1186/1471-2164-15-86).
Author Reply:  The reference was updated
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7.4. Page 3, Lines 51-56: I think the narrative could be clearer to better illustrate the
example. Please consider revising - the text is a bit difficult to follow.
Author Reply:  Language was improved

7.5. Page 3. Line 61: How can tbl2asn identify 'low quality sequences' if the user is only
providing fasta and gff3 files? Are we to assume somewhere that there are also quality
files provided with fasta sequence files?
Author Reply:  In this case, this is more of legacy issue, were some older assembly
technologies would print low quality assembly as lowercase (if under a defined
threshold), or there would be a proportion ambiguous bases (N’s) within a string of
sequence.  For example, a bedfile could be generated to remove all trailing lowercase
bases (e.g. low quality assembly) into scaffold gaps, and the associated GFF3 file
coordinates would be updated by GAG.

8. Typos-
8.1 Page 4, Line 5: Typo: please correct - 'infomration'; should be 'information'
Author Reply:  We accept your more appropriate spelling of information
8.2 Page 4, Line 19: Typo: should be 'these' criteria.
Author Reply:  Corrected
9. Page 4, Line 10-12: important to highlight that although the transcription machinery
in eukaryotes more frequently handles introns of at least 50 bp in length, it can also
manage with 1bp introns in certain species.
Author Reply:  This note was added into the manuscript.  It is a bit of a battle with
NCBI, with NCBI setting hard cutoffs for minimum sizes of genes, exons, introns, etc
(to reduce rate of bad data going into the database) and the exceptions to this that
exist in the natural world, that may need some gentle coaxing to get NCBI to accept
into their database.  Our example is to demonstrate how to get data acceptable to
NCBI’s current hard limit, but the caveat that this is the most complete or correct
dataset should be considered.

10. Page 4, Lines 28-36: similar to the previous note, if all proteins in the genome
should be expected to be at least 50 aa in length, then this is appropriate. Otherwise, a
warning should be issued (documented) for curation.
Author Reply:  See comment above.  GAG does not run with any default cutoff, no
cutoff is applied unless supplied by the user.  It is up to the user what they see as
appropriate to cut (or could flag the feature for manual review).

11. Page 4, Line 40: …"start and stop codons, or if there is reason"… Should this 'or'
be an 'and' instead?
Author Reply:  This was reworded to be clearer.

12. Page 4, Line 41: Instead of 'calculating' / 'adding' start and stop signals, I think it is
more appropriate to say that GAG 'identifies' start and stop sites already in the
sequence (as the example in the documentation on your website describes).
Author Reply:  This was reworded to be clearer.

13. Page 4, Lines 56-58: Please consider revising fragment for better phrasing.
Something along the lines of 'In addition, there may be evidence that certain regions of
the assembly are contaminated with microbial, …'
Author Reply:  Reworded for clarity and flow

14. I really like that GAG will automatically update coordinates in the .gff3 to reflect any
updates to .fasta file!
Author Reply:  Thanks, we see this as the central feature of GAG other than writing
TBL file

15. Page 4, Line 60: typo: 'teh' should be 'the'.
Author Reply:  Corrected
16. Throughout the document, be consistent and decide whether you will use either
one or two spaces after periods in the middle of a paragraph.
Author Reply:  Document updated to single space between sentences

17. Page 5,
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17.1. Lines 19-35: when you describe the use of 'ontology terms', are you planning to
support all available ontologies? Or just GO? The term 'Ontology_term' in the SO does
indeed refer to all ontology associations for which a Dbxref exists. Will you also
support, for example HPO? Uberon? PATO? etc.
Author Reply:  Currently we are exclusive to a few db_xref terms.  We have put in the
feature request pipline to add support for all (or at least most) of the db_xref terms
(from here: https://www.ncbi.nlm.nih.gov/genbank/collab/db_xref/)

17.2. Line 24: Here the reference only cites sequence ontology articles. It should also
cite the Gene Ontology (and other supported ontologies). See,
https://academic.oup.com/nar/article/45/D1/D331/2605810/Expansion-of-the-Gene-
Ontology-knowledgebase-and
Author Reply:  The reference was updated

18. Page 8, Line 10: remove text 'Times Cited: 80' from reference [3].
Author Reply:  The reference was updated

19. I downloaded and used the software successfully. Also reviewed the code on their
repository, which seems stable at this point, with last updates performed back in
August of last year. I did not have any problem with executing commands and updating
statistics tables.
Author Reply:  Great!

20. Page 7, Lines 38-47: The authors have an error in the submitted Table 1. They
made a mistake when preparing the table, repeating the explanation for the 'Remove'
commands, instead of adding those for the 'Flag' commands. I checked the commands
on the software and those are appropriately described there. They just need to update
the table accordingly.
Author Reply:  Table 1 was corrected.

Additional Information:

Question Response

Are you submitting this manuscript to a
special series or article collection?

No

Experimental design and statistics

Full details of the experimental design and
statistical methods used should be given
in the Methods section, as detailed in our
Minimum Standards Reporting Checklist.
Information essential to interpreting the
data presented should be made available
in the figure legends.

Have you included all the information
requested in your manuscript?

Yes

Resources

A description of all resources used,
including antibodies, cell lines, animals
and software tools, with enough
information to allow them to be uniquely
identified, should be included in the
Methods section. Authors are strongly
encouraged to cite Research Resource
Identifiers (RRIDs) for antibodies, model

Yes
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organisms and tools, where possible.

Have you included the information
requested as detailed in our Minimum
Standards Reporting Checklist?

Availability of data and materials

All datasets and code on which the
conclusions of the paper rely must be
either included in your submission or
deposited in publicly available repositories
(where available and ethically
appropriate), referencing such data using
a unique identifier in the references and in
the “Availability of Data and Materials”
section of your manuscript.

Have you have met the above
requirement as detailed in our Minimum
Standards Reporting Checklist?

Yes
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Abstract

Background
One of the most overlooked, yet critical components of a whole genome sequencing
project is the submission and curation of the data to a genomic repository, most
commonly NCBI. While large genome centers or genome groups have developed
software tools for post-annotation assembly filtering, annotation, and conversion
into NCBI’s annotation table format, these tools typically require back-end setup
and connection to an SQL database and/or some knowledge of programming (Perl,
Python) to implement. With whole genome sequencing becoming commonplace,
genome sequencing projects are moving away from the genome centers, and into the
ecology or biology lab, where much less resources are present to support the process
of genome assembly curation. To fill this gap, we developed software to assess, fil-
ter, transfer annotations, and convert a draft genome assembly and annotation set
into NCBI annotation table (.tbl) format, facilitating submission to NCBI Genome
Assembly database. This software has no dependencies, is compatible across plat-
forms, and utilizes a simple command to perform a variety of simple and complex
post-analysis, pre-NCBI submission WGS project tasks.
Findings
The Genome Annotation Generator is a consistent and user-friendly bioinformatics
tool that can be used to generate a .tbl file that is consistent with the NCBI sub-
mission pipeline.
Conclusions

1

Manuscript Click here to download Manuscript genome-annotation-
generator_Revised.pdf
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The Genome Annotation Generator achieves the goal of providing a publicly avail-
able tool that will facilitate the submission of annotated genome assemblies to NCBI.
It is useful for any individual researcher or research group who wishes to submit a
genome assembly of their study system to NCBI.

Keywords: Genome curation; annotation; and whole-genome sequencing project

1 Introduction

While ever-improving sequencing technology and assembly software enable the collection1

of raw sequences for genome assembly and structural annotation, further steps need to2

be taken to ensure the quality and completeness of a WGS project for submission to the3

National Center for Biotechnology Information (NCBI) or other data repositories [34]. To4

submit a genome to the NCBI for curation, it must be converted to the NCBI annotation5

table format (.tbl). With a genome assembly project consisting of thousands of sequences6

demarcated by hundreds of thousands of structural annotations, this task clearly requires7

automation. However, there is currently no freely available tool which performs rapid and8

controlled conversion of a genome assembly and associated structural annotations into a9

.tbl format in addition to allowing for editing, modification, and revision of the content of10

the project. Moreover, the typical assembly and draft annotation contains some degree11

of questionable or erroneous data which requires correction or omission. It may also12

be desirable to add functional annotations to the submission and integrate results from13

InterProScan, BLAST homology to curated databases, or ontology terms generated by14

other tools [18, 5, 20].15

The traditional approach used to address these problems is to use Linux command16

line tools or write custom scripts which modify and filter the genome using a scripting17

language such as Perl or Python [4, 30, 13] or large scale genomic database systems [23].18

This method may not be easily or readily reproducible, or it may be entirely beyond the19

ability of an investigator who has less familiarity with generating custom scripts de novo.20

Even amongst those researchers who use best practices to write clean, well-tested, and21

reusable scripts to accomplish these tasks, doing requires a large amount of duplicated22

effort. For this reason, the Genome Annotation Generator (GAG) was written to provide23

a straightforward and consistent tool for addressing the most common errors in genome24

assemblies, adding functional annotations from disparate sources, and producing an NCBI25

submission-ready annotation .tbl file. In addition, the software provides a means for26

integrating existing functional annotations and marking annotations that require manual27

curation or review. All of these tasks are done through an intuitive command line program28

requiring only basic unix skills, and has no required dependencies or packages. The29

program GAG facilitates the submission of whole genome sequencing (WGS) projects30

to NCBI as well as provide a standardized utility and workflow that fosters consistency31
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between projects. Due to emerging genome sequencing initiatives such as the 5,000 Insect32

Genomes Initiative (i5K), the Plant Genome Initiative, and Genome 10K [17, 24], many33

independent research groups which are not specialized in genome annotation and analysis34

are generating large genomic datasets and performing genome sequencing projects within35

their lab. This program can assist in ensuring quality and consistency of data for new36

genome biologists.37

2 Overview38

The GAG program is a command line Python program, written in Python 2.7 and re-39

quiring no additional outside programs or packages to run. The user directs the program40

to the genome .fasta file and a .gff3 file containing structure annotations. In addition, a41

number of options can be used to fix possible errors, flag or remove features (i.e. genomic42

elements described in the .gff structural anntoation file) based on selected criteria, add43

functional annotations, trim regions of the genome out of the assembly, and, of course,44

write the genome to NCBI .tbl file format. In addition, changes made to the genome45

annotation, functional annotations added, or flags requesting manual review are also an-46

notated back to the .gff3 structural annotation file, and the original fasta file is corrected47

as needed. When the user issues commands to modify the genome, e.g. to remove short48

introns, the statistics will display two columns, representing the original and modified49

genomes. This allows for stepwise and documented filtering and review to occur, and in-50

teractions between GAG and visual genome review tools (e.g. Artemis, Apollo, GBrowse,51

JBrowse etc) [33, 27, 19, 29, 26].52

3 Methods53

As an example, we consider a possible work-flow for a user wishing to prepare a genome for54

submission to the NCBI Eukaryotic WGS Database. The user has a scaffolded genome55

assembly produced by one of many whole genome assemblers [2, 14, 28] in .fasta file56

format and a corresponding GFF3 feature file [9, 8] containing structural annotations57

resulting from an automated annotation pipeline or predictors such as Maker, Evidence58

Modeler, Jigsaw, or others e.g. [3, 16, 1, 15, 31, 32, 7, 10]. The approach would be to59

first possibly generate functional annotations of predicted genes if this is desired, using60

whatever approach the user is interested in, and then using the genome and annotations61

with GAG. After using GAG to remove or flag features of interest, the user then may62

then further investigate flagged features in a genome browser by loading the output of63

GAG, edit, and then perform further filtering in GAG, and iterate through this process64

until a final draft genome product is generated. Finally GAG writes a NCBI table file,65

on which tbl2asn is run for submission to NCBI. This may identify regions of the genome66
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that need to be trimmed, due to possible adapter contamination in the genome, or low67

quality sequence. Any errors generated by tbl2asn can then be corrected in GAG, the68

genome trimmed, until an error free submission is generated.69

To use GAG, the user creates a folder containing the genome files (or links to them)70

and runs gag.py from the terminal, with the .fasta and .gff3 files. GAG will write a71

statistics file, containing infomraiton on the number of each feature type, lengths, and72

other information that may be useful for the submitter. In our experience, automated73

genome annotation software frequently produces assemblies containing introns as short74

as 1 base pair long; if any such features are present, GAG can be run to detect them.75

It is important to note that while NCBI requires short introns to be removed, cutoffs76

recommended by NCBI may be more stringent that what you want, as they are set to77

reduce erroneous data being entered into NCBI. For example, prediction of single base78

introns might not be errors, and represent true data. It is up to the user to dictate what79

cutoffs they want to define to remove or flag for manual review. To address these short80

introns, the user simply applies option -ris (Remove_Intron_Shorter_Than) with a value81

of 10. GAG will discard any mRNA containing an intron shorter than the minimum of82

ten. A comparison of the genome content before and after removal is printed to the83

.stats file. If the user instead wishes to only flag features that meet these criteria and84

not remove them, alternatively the -fis (Flag_Introns_Shorter_Than) option could be85

used, which instead adds a GAG_FLAG annotation to the attributes column of the .gff386

file describing the reason for flagging, allowing manual review of flagged features in a87

genome browser. GAG will automatically update all parent and child features (gene or88

CDS entries) to reflect removal of mRNA features. A list of available flag or removal89

options are listed in Table 1.90

Another review for submission might be that all coding regions be a minimum length.91

For this example we use 150 base pairs in length, which is suggested by NCBI [11,92

12]. To add this additional level of filtering, a second option can be used: -rcs 150, to93

Remove_CDS_Shorter_Than 150 bp. When the genome is written to the output folder,94

GAG will write a file called genome.removed.gff containing all the features left out of95

the final version). It is important to remember that CDS cutoffs at 150 bp will possibly96

remove some biologically correct amino acids.97

GAG supports two straightforward correction, or fix tools. If the user’s GFF3 file98

does not explicitly indicate the presence of start and stop codons, or if there is reason to99

believe there are errors in ORF prediction in the provided GFF file, GAG can add start100

and stop feature to the GFF file. The user simply issues the command with the option101

–fix_start_stop and these features will be added to the GFF3 file, and their existence102

noted in the table file. A second issue that can arise in a draft genome assembly is for103

a contig or scaffold to have a string of ambiguous bases (N’s) at the very beginning or104

end of the contig. These should be removed from the assembly, and can be using the –105
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fix_terminal_ns option, as they can be mis-interpreted as scaffold gaps. Removing these106

regions from the genome though, will disrupt the parity between coordinates in the .fasta107

genome file and the .gff3 annotation file. GAG will automatically update coordinates108

in the .gff3 file to reflect any regions removed from the sequence file. During execution109

of tbl2asn or submission to NCBI, it may be identified that regions of the genome may110

be contaminated with microbial, vector, or sequencing adapter sequence as part of the111

"contaminate screen" step. A .bed formatted file can be supplied with the -trim option,112

containing regions of the assembly to exclude, either ranges within a contig or scaffold,113

or an entire scaffold. GAG will update both the .fasta and .gff3 files so that coordinate114

are still synchronized. This is a particularly difficult operation to perform without a115

specialized tool.116

At present, GAG has simple commands to remove or flag introns, exons, coding regions117

and genes based on minimum or maximum lengths, which will also edit or remove any118

parent or child feature from the annotation file so as not to create incomplete feature119

annotations. It can also remove features from a list, which is useful for cases where120

a genome submission is rejected and a list of invalid mRNAs and genes provided. In121

addition, all discarded features are retained in a “genome.removed.gff” file and the entire122

editing session is documented so that the user can retain the filtering criteria used on the123

particular dataset.124

GAG supports two methods to add functional annotations to a genome. First, it can125

read an annotated GFF3 file containing gene names, protein products, cross-references126

to databases, and ontology terms following GFF3 qualified nomenclature in the attribute127

column of the GFF3 file [22, 21, 25, 6]. Any annotations present will be automatically128

carried over to the NCBI feature table file. For users with annotations from another129

source, GAG can read them from a simple tab-delimited file. The annotations supported130

by the current version of GAG are Name (for genes), Dbxref, Ontology_term and product131

(for descriptive mRNA products). These are also written to a new GFF3 file, so GAG can132

be utilized as a tool to also functionally annotate a GFF3 file. Detailed instructions for133

running GAG, examples for each of the main functions (e.g. removing features, adding134

start and stop codons, trimming features, adding annotations) as well as formats and135

conversion tools for functional annotations are available on the GAG software website136

webpage: http://genomeannotation.github.io/GAG/ and as supplemental file 1.137

4 Implementation138

GAG is written in Python 2.7. It has no dependencies beyond the standard library. The139

program is modular, abstracting biological concepts such as Sequence, Gene and CDS140

into classes which may be incorporated into other software tools. In addition, the code141

is covered by a suite of unit and integration tests, allowing developers to modify or add142
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to the code base with reduced risk of introducing errors. It should be easily executable143

by the novice programmer with only basic command-line experience, but also powerful144

enough to be implemented within robust genomic data processing pipelines.145

5 Conclusion146

GAG can be easily expanded in the future to support more specific needs of researchers,147

less common annotation types, and integrate conversion of common functional annotation148

output formats (e.g. InterProScan, BLAST, Blast2Go) for addition to NCBI annotation149

table formats. Currently, GAG is an intermediate, but critical tool, between a simple150

format conversion tool and more sophisticated annotation editors. In future developments151

of GAG, we plan to allow the integration of multiple lines of evidence supporting gene152

models to help users discriminate apparently high quality annotations from annotations153

with little support or possible errors. This could rapidly improve and standardize manual154

annotation efforts in systems and user groups that are not integrated into genome center155

annotation pipelines.156
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Table 1: Options for GAG
Option Type of function Description
-a <annotation file> Annotate Adds functional annotations present in

annotation file to .gff and .tbl
-t <.bed file> Trim Removes regions of genome indicated in

.bed file from .fasta and .gff3
-fix_start_stop <no value> Fix Adds or corrects start and stop codon

features to .gff3
-fix_terminal_ns <no value> Fix Removes any trailing ends from contig

ends in assembly, updates .gff3 coordi-
nates

-rcs <integer> Remove Remove CDS shorter than <integer>
-rcl <integer> Remove Remove CDS longer than <integer>
-res <integer> Remove Remove exons shorter than <integer>
-rel <integer> Remove Remove exons longer than <integer>
-ris <integer> Remove Remove introns shorter than <integer>
-ril <integer> Remove Remove introns longer than <integer>
-rgs <integer> Remove Remove genes shorter than <integer>
-rgl <integer> Remove Remove genes longer than <integer>
-fcs <integer> Flag Flag CDS shorter than <integer>
-fcl <integer> Flag Flag CDS longer than <integer>
-fes <integer> Flag Flag exons shorter than <integer>
-fel <integer> Flag Flag exons longer than <integer>
-fis <integer> Flag Flag introns shorter than <integer>
-fil <integer> Flag Flag introns longer than <integer>
-fgs <integer> Flag Flag genes shorter than <integer>
-fgl <integer> Flag Flag genes longer than <integer>

7

 1 
 2 
 3 
 4 
 5 
 6 
 7 
 8 
 9 
10 
11 
12 
13 
14 
15 
16 
17 
18 
19 
20 
21 
22 
23 
24 
25 
26 
27 
28 
29 
30 
31 
32 
33 
34 
35 
36 
37 
38 
39 
40 
41 
42 
43 
44 
45 
46 
47 
48 
49 
50 
51 
52 
53 
54 
55 
56 
57 
58 
59 
60 
61 
62 
63 
64 
65 



References

[1] Jonathan E. Allen and Steven L. Salzberg. Jigsaw: integration of multiple sources
of evidence for gene prediction. Bioinformatics, 21(18):3596–3603, 2005.

[2] J. Butler, I. MacCallum, M. Kleber, I. A. Shlyakhter, M. K. Belmonte, E. S. Lander,
C. Nusbaum, and D. B. Jaffe. Allpaths: de novo assembly of whole-genome shotgun
microreads. Genome Res, 18(5):810–20, 2008.

[3] Brandi L. Cantarel, Ian Korf, Sofia M. C. Robb, Genis Parra, Eric Ross, Barry
Moore, Carson Holt, Alejandro Sanchez Alvarado, and Mark Yandell. Maker: An
easy-to-use annotation pipeline designed for emerging model organism genomes.
Genome Research, 18(1):188–196, 2008.

[4] Peter J. A. Cock, Tiago Antao, Jeffrey T. Chang, Brad A. Chapman, Cymon J. Cox,
Andrew Dalke, Iddo Friedberg, Thomas Hamelryck, Frank Kauff, Bartek Wilczyn-
ski, and Michiel J. L. de Hoon. Biopython: freely available python tools for com-
putational molecular biology and bioinformatics. Bioinformatics, 25(11):1422–1423,
2009.
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